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Abstract— Neuromorphic event-based dynamic vision sensors
(DVS) have much faster sampling rates and a higher dynamic
range than frame-based imagers. However, they are sensitive to
background activity (BA) events which are unwanted. We pro-
pose HashHeat, a hashing-based BA filter with O(C) complexity.
It is the first spatiotemporal filter that doesn’t scale with the
DVS output size N and doesn’t store the 32-bits timestamps.
HashHeat consumes 100x less memory and increases the signal
to noise ratio by 15x compared to previous designs.

I. INTRODUCTION

Images are widely utilized in deep learning. They are

generally collected by frame-based image sensors, which

have several common drawbacks like constant high power

dissipation, sensitivity to bright ambient lighting, and low

capability to capture fast objects. Neuromorphic event-based

sensors are promising to address these problems.

Research on neuromorphic event-based sensors (“silicon

retinae”) started a few decades back [1]. Recently, the tech-

nology has matured to a point where there appears some

commercially available sensors. Some of the popular sensors

are Dynamic Vision Sensor (DVS) [2], Asynchronous Time-

based Image Sensor (ATIS) [3], the sensitive DVS [4], and

the Dynamic and Active pixel Vision Sensor (DAVIS) [5].

These sensors have several possible applications such as pose

estimation [8], gesture-based remote control [9] and high

speed corner detection [10].

Different from conventional frame-based imagers that work

by sampling the scene at a fixed temporal rate (typically 30

frames per second), these sensors detect dynamic changes in

illumination. This results in a higher dynamic range, higher

sampling rate, and lower power consumption. However, they

also produce background activity (BA) events even under

constant illumination, caused by temporal noise and junction

leakage currents [2], [6], [7].

There exist many noise filtering methods for event-based

data, such as the Nearest Neighbor (NNb) filters [6], [11],

[12] based on the spatiotemporal relation and some variations

of NNb filters [13].

However, these spatiotemporal filters are memory intensive.

For a DVS with N×N pixels, the minimum space com-

plexity is O(N) [14], which puts a burden on the limited

programmable logic (PL) embedded in the sensor head. There

are two main reasons for the high space complexity of the
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current spatiotemporal filters. First, the memory occupation

of these filters are dependent on the DVS output size N
for the convenience of detecting spatiotemporal correlation.

Second, memory cells of these filters are designed to store

the timestamp and possible more information, i.e., at least 32-

bits per cell. These two characteristics limit the possibility of

further reducing memory consumption.

To tackle these challenges, we find that hashing functions,

applied in Nearest Neighbor (NNb) search algorithms and

collection element detection algorithms, can maintain the ad-

jacency information and help to achieve high space efficiency.

Inspired by these features, we design a spatiotemporal BA

filter based on hash computing to obtain low memory cost. Our

contributions are as follows. First, we propose HashHeat, an

O(C) complexity spatiotemporal BA filter which aggressively

saves memory cost. As we know, it is the first spatiotemporal

filter with a constant space complexity and the first without

storing the timestamp. C is to demonstrate that the space

complexity is smaller than the O(N) proposed in [14]. Second,

we propose a hardware design which can process an event at

the latency of 10 ns. Third, HashHeat increases the signal to

noise ratio by about 1.2x to nearly 15x compared with other

baseline filters on a real dataset.

II. BACKGROUND

A. DVS

The DVS128 [2] sensor is an event-based image sensor that

generates asynchronous events when it detects the changes in

log intensity. If the change of illumination exceeds an upper

or lower threshold, the DVS128 will generate an ”ON” event

or ”OFF” event respectively.

To encode all the event information for output, the DVS

sensor uses Address Event Representation (AER) protocol

[20] to create a quadruplets e(p, x, y, ts) for each event.

Specifically, p is polarity, i.e., ON or OFF, x and y are the

two coordinates of the event respectively, and ts is a 32-bits

timestamp, i.e., the timing information of an event.

B. BA Events

BA events are caused due to thermal noise and junction

leakage currents. These events degrade the quality of the data

and further incurs unnecessary communication bandwidth and

computing resources. The BA and the real activity events differ

in that the BA event lacks temporal correlation with events in

its spatial neighborhood while the real activity events have. On

the basis of this difference, the BA events can be filtered out
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by detecting events which do not have spatial correlation with

events generated by the neighborhood pixels. Such a filter is a

spatiotemporal correlation filter. The filter decides whether an

event is a real event or noise by checking the condition for all

neighborhood pixels, TNNb−Te < dT . TNNb is the timestamp

of the latest event occurred in one of the neighborhood pixels.

Te is the timestamp of the event. And dT is the limitation for

timestamp difference. If the condition is meet, the event is

regarded as a real activity event. As for neighborhood events,

they meet this condition: |xp − x| ≤ 1 and |yp − y| ≤ 1,

where xp and yp are x-position and y-position of the pixel

p, and x and y are the positions of the pixel generating the

current event.

C. E2LSH

The main idea of Locality Sensitive Hashing (LSH) algo-

rithm is to hash similar input items into the same “bucket”

with high probability. This technique can be used for data

clustering and NNb search. LSH was first applied in Hamming

space, and then extended to Euclidean space. Exact Euclidean

Locality Sensitive Hashing (E2LSH) is a scheme of LSH

realized in Euclidean space [17]. Its basic principle is to reduce

the dimension of high-dimension data via position sensitive

functions based on p-stable distribution, so that two points

close to each other in the original space are still very close

after mapping. Hashing functions in E2LSH are formulated as

h (x) = ax+b
w . a is a d-dimensions vector (the same dimension

as data vector v), b is a random number between 0 and w, and

w is used for segmenting lines. To reduce clustering errors, a

set of k hashing functions are adopted. These k hash values

are then processed by another two hashing functions to get

two values for storage (building the hashtables) and search

(indexing the hashtables).

D. BF

Bloom filter (BF) is a binary vector data structure proposed

by Howard Bloom in 1970 [18]. It has good space and time

efficiency and is used to detect whether an element is a

member of a set. The typical method to find whether an

element is in a set is saving all the elements, and comparing

them with the element. Data structures such as link lists and

trees are based on this idea. When the number of elements

in the set increases, more space and time is needed, and the

query speed becomes slower.

For checking an element, BF uses k hashing functions to

encode the element and get k real values. Then, it uses the k
values as indices to index an array with m cells. Each cell is

1 bit. Only all the k cells indexed by the indices are ones, the

element is regarded as in the set.

There are still some problems with the above two methods

when applying them to the filtering problem straightly. For

E2LSH, it is computing intensive which has one mapping

function of k hash operations and two more hashing functions.

Furthermore, hashtables in E2LSH are memory intensive as

the indices of each event are still stored explicitly. As for BF,

the hashing functions is designed for set searching and doesn’t

maintain the spatiotemporal correlation well.

(a) Bs1 (b) Bs2 (c) Bs3

Fig. 1. Three event-based filters [14].

III. RELATED WORK

A. Event-based filters

Here we introduce three event-based filters with O(N2),

O(N/s) and O(N) space complexity respectively, and they will

be denoted as Bs1, Bs2, and Bs3 in the rest content.

In Bs1 filter, each pixel has a memory cell for storing the

last event’s timestamp. The stored timestamps are used for

computing the spatiotemporal correlation (Fig.1(a)).

Bs2 filter uses sub-sampling groups to reduce the memory

occupation [6]. Each group with factor s contains s2 pixels

and uses one memory cell for storing the timestamp of the

most recent event of the group (Fig.1(b)).

Bs3 filter assigns two memory cells to each row and

each column to store the most recent event in that row or

column (Fig.1(c)) [14]. This filter is designed to store all the

information of an event, with two 32-bits memory cells. One

of them is for storing the timestamp. The other is for polarity

and the x-axis or y-axis position.

B. Frame-based heatmap filter

This frame-based filter processes a picture of fixed number

of events at a time and output a denoised frame rather than

checking each event. The heatmap is a matrix, of which the

size equals to the size of the pixels of the DVS output. When

an event occurs at a pixel, the corresponding element in the

heatmap will add 1 to itself. When all events in a picture frame

are processed, a threshold is calculated based on the heatmap

by equation 1 [15].

Thr =

∑
i∈S hi

Card |S| (1)

Where S is the set of all the non-zero elements in the heatmap

and Card means the number of elements in a set. If one

element in the heatmap exceeds the threshold, it means this

pixels have generated enough events. And these events are

regarded as real activity events.

There are also some other filtering methods. Vandana et.al.

[21] proposed a filter with neuromorphic integrate-and-fire

neurons which integrate spikes not only from the correspond-

ing pixel but also its neighborhood pixels for firing. And [19]

assigns a lifetime to each event and the lifetime of a noise

event will be assigned 0.

IV. PROPOSED FILTER

We propose a hashing-based spatiotemporal filter, Hash-
Heat. As shown in Fig.2(a), HashHeat comprises four main

steps. Hash gets the AER representation of an event as input,

and uses k hashing functions to process the event informa-

tion, and outputs k hash values (h1, h2, ..., hk) to the next
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stage. The k hashing functions are locality sensitive hashing

functions, so as to maintain the spatiotemporal correlation

information. Index receives the k hash values, and uses them

to index the m-array, and outputs k heat values, (v1, v2, ..., vk).
The m-array records the information of previous events, and is

the key for checking the correlation between the current event

and previous events. The k heat values are then forwarded

into the Check stage. In this stage, they are compared with

the threshold to generate an indicating signal, flag. If there is

one element smaller than the threshold, flag will be set to 0

showing that the event is a noise event. And last but not least,

Update receives the flag and the k hash values as input, and

adds a certain increment to the k positions based on the value

of flag. This enables the m-array to incorporate the current

event information into itself.

The m-array needs reset at a certain frequency, since the

cells of the m-array can only count finite numbers and will

overflow without reset. Therefore, we define a processing
window with fixed number of events segmented from the

event stream. At the begining of each processing window, the

m-array is reset. The begining and the length of processing

window can be adjusted manually.

Cells in the m-array can be set to be 1 bit or multiple bits.

The 1-bit m-array is the most space-efficient configuration for

HashHeat (Fig.2(b)), and is capable of filtering BA events in

a relative simple scene like moving a laser pointer in front

of the DVS. However, checking based on the 1-bit m-array

is prone to be interfered in a noisy environment, as a large

number of noise events will update many locations in the m-

array from 0 to 1. These locations should not be 1 until there

are real activity events indexing them and updating them.

Inspired by the frame-based heatmap filter, we propose

that heat value is a more promising metric for evaluating the

correlation between events compared with the binary signal 1

and 0 in a noisy environment. Therefore, we propose the X-

bit m-array (Fig.2(c)) so as to record the heat value of the cell.

The heat value is the weighted sum of the indexed times of a

cell. The X-bit m-array is also named heat-array. Compared

with the baseline filters, it is still memory efficient since X

doesn’t need to be large considering the processing window.

The general form of HashHeat (Fig.2(c)) requires change-

able thresholds. With the progress of processing, elements of

the m-array are increasing. If the threshold keeps stable at

a low level, the events in later processing progress will be

tagged as real activity events with a high probability, as most

of the cells will have large heat values at that time. Also, if

we change the threshold at the coming of each event, it is

inefficient and unnecessary because one event will not change

many cells of the m-array. We consider the average heat value

under the worst condition as the threshold, which can be

formulated as equation 2.

threshold =
EN × k × 2

m
. (2)

The worst condition refers to the theoretical maximum sum

of the m-array at a certain timing point. EN is the number

of input events from the begining of the processing window,

k is the number of hashing functions and m is the length

of the m-array. Due to the locality sensitive features of the

hashing functions used in HashHeat, real activity events with

spatiotemporal correlation will result in similar hash values.

Thus the heat values in the m-array are more likely to

be unevenly distributed. Therefore, this threshold is able to

distinguish the cells with high heat values from those with

low heat values.

Using hashing functions, HashHeat encodes the spatiotem-

poral information and thus is free from storing timestamps

and position information. Using the m-array, HashHeat further

compresses the memory occupation for checking the correla-

tion between events.

V. HARDWARE DESIGN

Based on the working scheme (Fig.2(a)), we propose the

hardware design of HashHeat filter (Fig.3). The input to

HashHeat include the x and y positions, and timestamp of

an event. The output of HashHeat is a flag indicating whether

this event is a BA noise event or not.

To speed up the processing of event streams, we design the

pipelined architecture. In Stage 1, the timestamp T in each

packet minus the baseline timestamp, which is the timestamp

of the first event in the frame, generating a new timestamp

T2. This offset operation is to prevent the timestamp from

being too large to process. The x-position and y-position

are not changed in this stage. In Stage 2, the pre-processed

vector and the corresponding parameters of the hash function

perform a dot operation. Next, the results will be modded in

Stage 3 for limiting the hash values to a certain range. In

this design, the length of the m-array is designed to be 128.

In Stage 4, all the values obtained by indexing the m-array

will be compared with the threshold. Multiple comparison

operations are performed in parallel. Then we accumulate all

the comparison results. If the sum is less than k, it indicates

that an event is a noise event and the Noiseflag will be 1.

Finally, the heat-array will be updated differently according

to the value of the flag.

The process can be formulated as equation 3. Tbase is the

timestamp of the first event in a processing window. Other

parameters have been introduced before.

T2 = T − Tbase,

h
′
j = a1x+ a2y + a3T2,

hj =
(
h

′
j mod w

)
mod m,

flag = ∃ (marray (vj) < Thri) ,

marray(hj) = marray(hj) + increment.

(3)

VI. EXPERIMENT

A. Hardware

We use FPGA Artix-7 and Vivado for synthesizing and

measuring performance such as power, hardware resources

consumption, and timing through cycle-accurate simulations.

We have implemented a simulator in MATLAB to verify our

ideas and to use it as a reference model for our hardware

implementation. The hardware behaves the same as the sim-

ulator.

HashHeat works at 100MHz. The computing latency is

amortized by the pipeline which enables HashHeat to process

an event at a latency of 10ns. Table I gives the utilization

of resources of the hardware. DSP is used in Stage 2. As

454

7A-2



(a) Working scheme of HashHeat filter (b) Special case of HashHeat. (c) General form of HashHeat.

Fig. 2. HashHeat filter. Fig.2(b) shows a special case of Fig.2(c). In Fig.2(b), it is only 1-bit per cell in the m-array, which saves the most space. The
updating rule is simple. If a cell is 0 at the begining and it is indexed, it will turn into 1 and will not change to 0 again by later events within the processing
window. And it doesn’t depend on the flag to update. In Fig.2(c), the m-array is X-bits per cell (X is bigger than 1). And a cell will add a certain delta to
itself when it is indexed. The delta is relative to the flag.

Fig. 3. Hardware design of HashHeat. Threshi stands for threshold. The
subscript i is larger than 1 when there are more than one threshold for large
processing window. And a certain Threshi will be chosen as threshold for
comparison every time.

TABLE I
UTILIZATION OF HARDWARE RESOURCES.

Resource Utilization Available Utilization %
LUT 10400 20800 50.00
FF 2543 41600 6.11
DSP 20 90 22.22
IO 71 106 66.98
BUFG 1 32 3.13

HashHeat is computing-intensive, we use registers rather than

BRAM to implement the heat-array, and thus there is no

BRAM entry in the table. The power consumption is 0.471W.

The choice of the number of memory cells determines the

space complexity C, and is affected by parameters such as k
and X . We use 128 in this paper. The memory overhead is

shown in Table II. The baseline filters are decribed in section

III. It is clear that HashHeat has the least storage cost due

to the elimination of storing timestamps and scaling with the

DVS output size. We don’t compare other logic overhead as

the baseline filters also need computing logic.

B. Visual Effect

We use two datasets for validation, a synthetic and a real.

The synthetic dataset is to mimic a laser pointing from bottom

(a) Init (b) Bs1 (c) Bs3 (d) HH1bit

Fig. 4. Comparison of filters on synthetic dataset. HH1bit denotes HashHeat
with the 1-bit m-array.

to top. The real dataset is a collected DVS dataset, DvsGesture

[16], comprising 11 hand gesture categories from 29 subjects

under 3 illumination conditions.

The performance of different filters on the synthetic dataset

are shown in Fig.4. The x-axis and y-axis indicate the position

of an event produced, and the verticle axis models the times-

tamp of an event. The blue points stand for real activity events

and the orange points represent BA events. It is clear that Bs3

filter passed more errors than Bs1 and Bs2. In Bs3, pixels

in one row share the same two memory cells and so are the

elements in one col. Thus some noise events are likely to get

support from other events occurred in the adjacent rows and

cols, as these events will update the adjacent memory cells.

Fig.5 gives the performance of filters on the real dataset,

DvsGesture. To make the event stream visible as a picture

rather than the event flow, it is common to generate a frame

from the events, either of fixed time length or of a constant

number of events. We choose to use the fixed number of

events (5,000 or 10,000 per frame). A pixel in the picture

will be 255 if it has an event. Without loss of generality,

we choose five gestures under three illumination conditions

by three experimenters from DvsGesture for the convenience

of illustration. It’s worth noting that frames processed by

HashHeat are cleaner than others.

C. Error Analysis

Here we introduce three metrics for evaluating error. Before

introducing the metrics, it is necessary to introduce a concept

in the field of object tracking, the bounding box. A bounding
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Fig. 5. Illustration of performance of filters on five gestures under three
illumination condictions by three users (5,000 events per frame). The five
gestures are hand clap, left/right hand wave, air drum and air guitar per row
from the top down. The performance of Bs2 filter is similar to Bs1 and thus
is not listed.

Fig. 6. Bounding boxes in five gestures (10,000 events per frame).

box is to mark the range of an object in the picture frame.

Events in the bounding box are considered to be signal events,

and events out of the bounding box are regarded to be noise

events.

In this work, we choose bounding boxes manually as we

focus on the noise filtering rather than object tracking where

the choice of bounding boxes are the key element. Fig.6 shows

the initial frames with bounding boxes.

We first introduce the notation Eq
p , which is the total

number of p events (replacing p with ’signal’ or ’noise’)

before filtering (q = o) or after filtering (q = f ). We use

three metrics, SR, NR and SNR inspired by [21], which

can be formulated by equation 4. SR is the ratio of signal

events remaining after filtering, NR is the ratio of noise events

remaining after filtering, and SNRq is the ratio of signal to

noise events before filtering or after filtering.

SR =
Ef

signal

Eo
signal

, NR =
Ef

noise

Eo
noise

, SNRq =
Eq

signal

Eq
noise

(4)

For the three metrics introduced above, a good filter is

expected to have a high SR and a low NR, which can lead

to a high SNRf .

For Heatmap filter, as we discussed in section III-B, it

TABLE II
STORAGE OVERHEAD.

Filter Bs1 Bs2 Bs3 Heatmap HashHeat
Bytes 65536 16384 2048 32768 256

cannot give the check of event one by one, so it is a little tricky

to compute the three metrics. The Ef
signal, E

o
signal, E

f
noise and

Eo
noise are derived from the heatmap and weightmap.

Fig.7(a) and Fig.7(b) shows the SR and NR of the five

filters for the five gesture frames. Filter Heatmap has the best

SR while having the highest NR as well. This is because

some pixels out of bounding boxes are also active and leads to

frequent indexing of the corresponding cells. The heat values

of these cells will then exceed the threshold and the events

will be tagged as real events. In addition, Bs1 generally has

the highest SR and SNRf among the Bs-series filters which

is reasonable as it requires the largest memory.

As shown in Fig.7(c) and Fig.7(d), HashHeat has the best

SNRf among all the filters for both the 5,000-events frames

and 10,000-events frames. The maximum SNRf improve-

ment of HashHeat is up to 15x in Gesture2 for frames with

5000 events. And the minimum increment is nearly 1.2x in

Gesture4 for frames with 5000 events.

In short, HashHeat has a better performance than the

baseline filters w.r.t memory cost or signal to noise ratio.

D. Discussion

1) Advantage: Other than the heatmap filter processing

frame by frame, HashHeat processes events streamly and in

real-time. The heatmap filter can provide a visible frame with

the effect of noise removal but not give the detection result of a

single event. If a new frame with a different number of events

is required, the filter must process the whole events again,

which is inefficient and unreasonable. However, HashHeat
detects every single event and generates a flag. By recording

all flags which are only one-bit each, HashHeat is able to

generate any frame at any required number of events and each

event is processed only once.
2) The latency: DVS produces 1M events per second [2],

and the time interval between two events is usually several

μs. Thus HashHeat with a latency of 10 ns for an event can

process the event stream in real time. Also, it can be integrated

into other pre-processing methods for its fast speed.

For event-based sensors with events intervals less than 10ns,

the current processing speed of HashHeat cannot meet the

requirement. In this case, we need a FIFO for buffering events

to prevent the loss of events. This work will be done in the

future.

VII. SUMMARY AND CONCLUSIONS

Neuromorphic event-based sensors have witnessed rapid

development in the past few decades, especially dynamic

vision sensors. These sensors allow for much faster sampling

rates and a higher dynamic range which outperform frame-

based imagers. However, they are sensitive to background

activity events which cost unnecessary communication and

computing resources. Moreover, improved noise filtering will

enhance performance in many applications. We propose Hash-
Heat, an effective and memory efficient spatiotemporal BA
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(a) SR&NR of filters for gesture frames with 5,000 events. (b) SR&NR of filters for gesture frames with 10,000 events.

(c) SNRf of filters for gesture frames with 5,000 events. (d) SNRf of filters for gesture frames with 10,000 events.

Fig. 7. Comparison of SR, NR and SNRf . HH denotes HashHeat. HM denotes Heatmap.

filter with O(C) complexity. As far as we know, it is the

first spatiotemporal filter that doesn’t depend on the DVS

output size N and doesn’t require the storage of the 32-

bits timestamp. The experimental results show that HashHeat
increases the signal to noise ratio by about 1.2x to nearly 15x

on DvsGesture compared with other baseline filters.
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